|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | | **작성자** | **2014132002 구태균** | **팀명** | - |
| **주차** | **22 주차** | **기간** | **2020.06.08 ~ 2020.06.17** | **지도교수** | **정 내 훈** (서명) |
| **이번주 한일** | * Atomic\_shared\_ptr 구현  1. Atomic method 정리 2. Shared\_ptr (shared\_ptr Other) 3. Shared\_ptr operator=(shared\_ptr Other) 4. Void shared\_ptr::release() | | | | |

**[ Atomic 구현이 필요한 method ]**

[control\_block]

1. ctr\_block(Tp\* other) // x : make\_shared()에서만 이용
2. virtual ~ctr\_block() // x : 구현 내용 없음
3. void destroy(std::true\_type) // x : delete ptr 외 내용 없음
4. void destroy(std::false\_type) // ? : CAS-method 사이에서 읽기는? (0 확인)
5. void add\_ref\_copy() // o : CAS(ref\_count + 1), return(\*this)
6. void release() // ? : CAS(ref\_count - 1)를 --로 교체 가능?
7. int get\_use\_count() // ? : CAS-method 사이에서 읽기는? (return ref\_count)
8. void weak\_add\_ref() // o : CAS(ref\_count + 1), return(\*this)
9. void weak\_release() // ? : CAS(ref\_count - 1)를 --로 교체 가능?

[shaerd\_ptr]

1. Tp\* get\_ptr() // x : 사라질 함수 (Atomic 구현)
2. ctr\_block<Tp>\* get\_ctr() // ? : CAS-method 사이에서 읽기는? (return ctr)
3. shared\_ptr() // x : 하나의 thread에서만 생성
4. shared\_ptr(nullptr\_t) // x : shared\_ptr() 와 동일
5. shared\_ptr(Tp\* other) // x : 하나의 thread에서만 생성 or 사라질 함수 (Atomic 구현) ??
6. shared\_ptr(const shared\_ptr& other) // o : other.ctr.add\_ref() / ctr = other.ctr
7. shared\_ptr& operator=(nullptr\_t) // o : ctr.release() / ctr = nullptr
8. shared\_ptr& operator=(const shared\_ptr& other)

// o : ctr.release() / other.ctr.add\_ref() / ctr = other.ctr

1. ~shared\_ptr() // x : ctr.release()만 구현 // release()자체가 atomic
2. Tp\* get() // ? : CAS-method 사이에서 읽기는? (ctr->ptr)
3. Tp& operator\*() // x : get()자체가 atomic
4. Tp\* operator->() // x : get()자체가 atomic
5. operator bool() // ? : CAS-method 사이에서 읽기는? (ctr->ptr)
6. int use\_count() // x : ctr->get\_use\_count()자체가 atomic
7. void reset() // o : ctr->release() // CAS(ctr = nullptr)
8. void swap(shared\_ptr& other) // o : ctr = other.ctr & other.ctr = ctr을 동시에
9. operator== & operator!= // ? : CAS-method 사이에서 읽기는? (ctr->ptr)
10. shared\_ptr<Tp> make\_shared(Args&&... \_Args) // x : 하나의 thread에서만 shared 생성

[weak\_ptr]

1. weak\_ptr() // x : 하나의 thread에서만 생성
2. weak\_ptr(nullptr\_t) // x : weak\_ptr() 와 동일
3. weak\_ptr(const shared\_ptr<Tp>& other) // o : other.ctr.weak\_add\_ref() / ctr=other.ctr
4. weak\_ptr(const weak\_ptr<Tp>& other) // o : other.ctr.weak\_add\_ref() / ctr=other.ctr
5. ~weak\_ptr() // x : ctr.weak\_release()만 구현 // weak\_release()자체가 atomic
6. weak\_ptr& operator=(nullptr\_t) // o : ctr.weak\_release() / CAS(ctr = nullptr)
7. weak\_ptr& operator=(const shared\_ptr<Tp>& other)

// o : ctr.weak\_release() / other.ctr.weak\_add\_ref() / CAS(ctr = other.ctr)

1. weak\_ptr& operator=(const weak\_ptr& other)

// o : ctr.weak\_release() / other.ctr.weak\_add\_ref() / CAS(ctr = other.ctr)

1. shared\_ptr<Tp> lock() // ? : CAS-method 사이에서 읽기는? (ctr->ptr)
2. void reset() // o : ctr->weak\_release() // CAS(ctr = nullptr)
3. void swap(weak\_ptr& other) // o : ctr = other.ctr & other.ctr = ctr을 동시에

**[ Atomic\_shared\_ptr::Shared\_ptr (shared\_ptr Other) ]**

== shared\_ptr (weak\_ptr Other)

== weak\_ptr (shared\_ptr Other)

== weak\_ptr (weak\_ptr Other)

Shared\_ptr(const shared\_ptr& Other)

{

Ctr = other.add\_ref\_copy();

}

Control\_block\* shared\_ptr::add\_ref\_copy()

{

Control\_block\* pred\_ctr, ret\_ctr;

do{

pred\_ctr = ctr;

if( pred\_ctr == nullptr)

return nullptr;

ret\_ctr = pred\_ctr.add\_ref\_copy();

} while( temp1 == nullptr );

return ret\_ctr;

}

Control\_block\* control\_block::add\_ref\_copy()

{

int count;

while(true){

count = ref\_count;

if(count > 0)

{

if(true == CAS(&ref\_count, count, count +1 ))

return this;

}

else { // count == 0 일 경우, 이미 destroy중 인 ctr

return nullptr;

}

}

}

**[ Atomic\_shared\_ptr::Shared\_ptr opeartor (shared\_ptr Other) ]**

== weak\_ptr operator= (shared\_ptr Other)

== weak\_ptr operator= (weak\_ptr Other)

Shared\_ptr& operator= ( const shared\_ptr& Other)

{

Control\_block\* pred\_ctr, Other\_ctr;

While(true)

{

Pred = ctr;

If( pred == nullptr)

Return \*this;

Other\_ctr = Other.add\_ref\_copy();

// Q) 사이에 Other의 ctr이 변경되어, Other\_ctr과 달라져도 괜찮은지

If(true == CAS(&ctr, pred, Other\_ctr))

{

Pred->release();

Return \*this;

}

}

}

**[ Atomic\_shared\_ptr::release() ]**

Void control\_block::release()

{

Int count;

While(true){

Count = ref\_count;

If(true == CAS(&ref\_count,count,count-1))

{

If(0 == count)

Destroy(…);

Return;

}

}

}

**[ 질문 ]**

1. ++/-- 연산자와 CAS(…, data, data + 1) & CAS(…, data, data - 1) 똑같은 함수인가
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